**MyForm.h:**  
  
#pragma once

#include "Parser.h"

#include "dop\_func.h"

namespace WinForms {

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

/// <summary>

/// Сводка для MyForm

/// </summary>

public ref class MyForm : public System::Windows::Forms::Form

{

public:

MyForm(void)

{

InitializeComponent();

//

//TODO: добавьте код конструктораs

//

}

protected:

/// <summary>

/// Освободить все используемые ресурсы.

/// </summary>

~MyForm()

{

if (components)

{

delete components;

}

}

private: System::Windows::Forms::MenuStrip^ menuStrip1;

private: System::Windows::Forms::ToolStripMenuItem^ управлениеToolStripMenuItem;

private: System::Windows::Forms::ToolStripMenuItem^ помощьToolStripMenuItem;

private: System::Windows::Forms::ToolStripMenuItem^ очToolStripMenuItem;

private: System::Windows::Forms::ToolStripMenuItem^ выполнитьToolStripMenuItem;

private: System::Windows::Forms::ToolStripMenuItem^ завершитьToolStripMenuItem;

private: System::Windows::Forms::TextBox^ textBox8;

private: System::Windows::Forms::TextBox^ textBox7;

private: System::Windows::Forms::TextBox^ textBox6;

private: System::Windows::Forms::TextBox^ textBox5;

private: System::Windows::Forms::Label^ label9;

private: System::Windows::Forms::Label^ label10;

private: System::Windows::Forms::Label^ label11;

private: System::Windows::Forms::Label^ label12;

private: System::Windows::Forms::Label^ label8;

private: System::Windows::Forms::ListBox^ listBox3;

private: System::Windows::Forms::ListBox^ listBox4;

private: System::Windows::Forms::ListBox^ listBox2;

private: System::Windows::Forms::ListBox^ listBox1;

private: System::Windows::Forms::DataVisualization::Charting::Chart^ chart1;

private: System::Windows::Forms::Label^ label3;

private: System::Windows::Forms::Label^ label2;

private: System::Windows::Forms::Label^ label1;

private: System::Windows::Forms::TextBox^ textBox4;

private: System::Windows::Forms::TextBox^ textBox3;

private: System::Windows::Forms::TextBox^ textBox2;

private: System::Windows::Forms::TextBox^ textBox1;

private: System::Windows::Forms::ComboBox^ comboBox1;

private: System::Windows::Forms::TextBox^ textBox12;

private: System::Windows::Forms::TextBox^ textBox11;

private: System::Windows::Forms::TextBox^ textBox10;

private: System::Windows::Forms::TextBox^ textBox9;

private: System::Windows::Forms::Label^ label4;

private: System::Windows::Forms::Label^ label5;

private: System::Windows::Forms::Label^ label6;

private: System::Windows::Forms::Label^ label7;

private: System::Windows::Forms::Label^ label13;

private: System::Windows::Forms::ListBox^ listBox5;

private: System::Windows::Forms::ListBox^ listBox6;

private: System::Windows::Forms::Label^ label14;

private: System::Windows::Forms::Label^ label15;

private: System::Windows::Forms::Label^ label16;

private: System::Windows::Forms::Label^ label17;

private: System::Windows::Forms::Label^ label18;

private: System::Windows::Forms::Label^ label19;

private: System::Windows::Forms::ComboBox^ comboBox2;

private: System::Windows::Forms::Label^ label20;

private: System::Windows::Forms::CheckBox^ checkBox1;

/// <summary>

/// Обязательная переменная конструктора.

/// </summary>

System::ComponentModel::Container^ components;

#pragma region Windows Form Designer generated code

/// <summary>

/// Требуемый метод для поддержки конструктора — не изменяйте

/// содержимое этого метода с помощью редактора кода.

/// </summary>

void InitializeComponent(void)

{

System::Windows::Forms::DataVisualization::Charting::ChartArea^ chartArea1 = (gcnew System::Windows::Forms::DataVisualization::Charting::ChartArea());

System::Windows::Forms::DataVisualization::Charting::Legend^ legend1 = (gcnew System::Windows::Forms::DataVisualization::Charting::Legend());

System::Windows::Forms::DataVisualization::Charting::Series^ series1 = (gcnew System::Windows::Forms::DataVisualization::Charting::Series());

System::Windows::Forms::DataVisualization::Charting::Series^ series2 = (gcnew System::Windows::Forms::DataVisualization::Charting::Series());

System::Windows::Forms::DataVisualization::Charting::Series^ series3 = (gcnew System::Windows::Forms::DataVisualization::Charting::Series());

this->menuStrip1 = (gcnew System::Windows::Forms::MenuStrip());

this->управлениеToolStripMenuItem = (gcnew System::Windows::Forms::ToolStripMenuItem());

this->помощьToolStripMenuItem = (gcnew System::Windows::Forms::ToolStripMenuItem());

this->очToolStripMenuItem = (gcnew System::Windows::Forms::ToolStripMenuItem());

this->выполнитьToolStripMenuItem = (gcnew System::Windows::Forms::ToolStripMenuItem());

this->завершитьToolStripMenuItem = (gcnew System::Windows::Forms::ToolStripMenuItem());

this->textBox8 = (gcnew System::Windows::Forms::TextBox());

this->textBox7 = (gcnew System::Windows::Forms::TextBox());

this->textBox6 = (gcnew System::Windows::Forms::TextBox());

this->textBox5 = (gcnew System::Windows::Forms::TextBox());

this->label9 = (gcnew System::Windows::Forms::Label());

this->label10 = (gcnew System::Windows::Forms::Label());

this->label11 = (gcnew System::Windows::Forms::Label());

this->label12 = (gcnew System::Windows::Forms::Label());

this->label8 = (gcnew System::Windows::Forms::Label());

this->listBox3 = (gcnew System::Windows::Forms::ListBox());

this->listBox4 = (gcnew System::Windows::Forms::ListBox());

this->listBox2 = (gcnew System::Windows::Forms::ListBox());

this->listBox1 = (gcnew System::Windows::Forms::ListBox());

this->chart1 = (gcnew System::Windows::Forms::DataVisualization::Charting::Chart());

this->label3 = (gcnew System::Windows::Forms::Label());

this->label2 = (gcnew System::Windows::Forms::Label());

this->label1 = (gcnew System::Windows::Forms::Label());

this->textBox4 = (gcnew System::Windows::Forms::TextBox());

this->textBox3 = (gcnew System::Windows::Forms::TextBox());

this->textBox2 = (gcnew System::Windows::Forms::TextBox());

this->textBox1 = (gcnew System::Windows::Forms::TextBox());

this->comboBox1 = (gcnew System::Windows::Forms::ComboBox());

this->textBox12 = (gcnew System::Windows::Forms::TextBox());

this->textBox11 = (gcnew System::Windows::Forms::TextBox());

this->textBox10 = (gcnew System::Windows::Forms::TextBox());

this->textBox9 = (gcnew System::Windows::Forms::TextBox());

this->label4 = (gcnew System::Windows::Forms::Label());

this->label5 = (gcnew System::Windows::Forms::Label());

this->label6 = (gcnew System::Windows::Forms::Label());

this->label7 = (gcnew System::Windows::Forms::Label());

this->label13 = (gcnew System::Windows::Forms::Label());

this->listBox5 = (gcnew System::Windows::Forms::ListBox());

this->listBox6 = (gcnew System::Windows::Forms::ListBox());

this->label14 = (gcnew System::Windows::Forms::Label());

this->label15 = (gcnew System::Windows::Forms::Label());

this->label16 = (gcnew System::Windows::Forms::Label());

this->label17 = (gcnew System::Windows::Forms::Label());

this->label18 = (gcnew System::Windows::Forms::Label());

this->label19 = (gcnew System::Windows::Forms::Label());

this->comboBox2 = (gcnew System::Windows::Forms::ComboBox());

this->label20 = (gcnew System::Windows::Forms::Label());

this->checkBox1 = (gcnew System::Windows::Forms::CheckBox());

this->menuStrip1->SuspendLayout();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->chart1))->BeginInit();

this->SuspendLayout();

//

// menuStrip1

//

this->menuStrip1->Items->AddRange(gcnew cli::array< System::Windows::Forms::ToolStripItem^ >(2) {

this->управлениеToolStripMenuItem,

this->завершитьToolStripMenuItem

});

this->menuStrip1->Location = System::Drawing::Point(0, 0);

this->menuStrip1->Name = L"menuStrip1";

this->menuStrip1->Size = System::Drawing::Size(931, 24);

this->menuStrip1->TabIndex = 16;

this->menuStrip1->Text = L"menuStrip1";

//

// управлениеToolStripMenuItem

//

this->управлениеToolStripMenuItem->DropDownItems->AddRange(gcnew cli::array< System::Windows::Forms::ToolStripItem^ >(3) {

this->помощьToolStripMenuItem,

this->очToolStripMenuItem, this->выполнитьToolStripMenuItem

});

this->управлениеToolStripMenuItem->Name = L"управлениеToolStripMenuItem";

this->управлениеToolStripMenuItem->Size = System::Drawing::Size(85, 20);

this->управлениеToolStripMenuItem->Text = L"Управление";

//

// помощьToolStripMenuItem

//

this->помощьToolStripMenuItem->Name = L"помощьToolStripMenuItem";

this->помощьToolStripMenuItem->Size = System::Drawing::Size(136, 22);

this->помощьToolStripMenuItem->Text = L"Помощь";

this->помощьToolStripMenuItem->Click += gcnew System::EventHandler(this, &MyForm::помощьToolStripMenuItem\_Click);

//

// очToolStripMenuItem

//

this->очToolStripMenuItem->Name = L"очToolStripMenuItem";

this->очToolStripMenuItem->Size = System::Drawing::Size(136, 22);

this->очToolStripMenuItem->Text = L"Очистить";

this->очToolStripMenuItem->Click += gcnew System::EventHandler(this, &MyForm::очиститьToolStripMenuItem\_Click);

//

// выполнитьToolStripMenuItem

//

this->выполнитьToolStripMenuItem->Name = L"выполнитьToolStripMenuItem";

this->выполнитьToolStripMenuItem->Size = System::Drawing::Size(136, 22);

this->выполнитьToolStripMenuItem->Text = L"Выполнить";

this->выполнитьToolStripMenuItem->Click += gcnew System::EventHandler(this, &MyForm::выполнитьToolStripMenuItem\_Click);

//

// завершитьToolStripMenuItem

//

this->завершитьToolStripMenuItem->Name = L"завершитьToolStripMenuItem";

this->завершитьToolStripMenuItem->Size = System::Drawing::Size(80, 20);

this->завершитьToolStripMenuItem->Text = L"Завершить";

this->завершитьToolStripMenuItem->Click += gcnew System::EventHandler(this, &MyForm::завершитьToolStripMenuItem\_Click);

//

// textBox8

//

this->textBox8->Location = System::Drawing::Point(431, 497);

this->textBox8->Name = L"textBox8";

this->textBox8->Size = System::Drawing::Size(112, 20);

this->textBox8->TabIndex = 86;

//

// textBox7

//

this->textBox7->Location = System::Drawing::Point(431, 471);

this->textBox7->Name = L"textBox7";

this->textBox7->Size = System::Drawing::Size(112, 20);

this->textBox7->TabIndex = 85;

//

// textBox6

//

this->textBox6->Location = System::Drawing::Point(431, 445);

this->textBox6->Name = L"textBox6";

this->textBox6->Size = System::Drawing::Size(112, 20);

this->textBox6->TabIndex = 84;

//

// textBox5

//

this->textBox5->Location = System::Drawing::Point(431, 419);

this->textBox5->Name = L"textBox5";

this->textBox5->ScrollBars = System::Windows::Forms::ScrollBars::Horizontal;

this->textBox5->Size = System::Drawing::Size(182, 20);

this->textBox5->TabIndex = 83;

//

// label9

//

this->label9->AutoSize = true;

this->label9->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label9->Location = System::Drawing::Point(318, 497);

this->label9->Name = L"label9";

this->label9->Size = System::Drawing::Size(33, 16);

this->label9->TabIndex = 82;

this->label9->Text = L"Шаг";

//

// label10

//

this->label10->AutoSize = true;

this->label10->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label10->Location = System::Drawing::Point(318, 472);

this->label10->Name = L"label10";

this->label10->Size = System::Drawing::Size(105, 16);

this->label10->TabIndex = 81;

this->label10->Text = L"Конец отрезка";

//

// label11

//

this->label11->AutoSize = true;

this->label11->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label11->Location = System::Drawing::Point(318, 449);

this->label11->Name = L"label11";

this->label11->Size = System::Drawing::Size(115, 16);

this->label11->TabIndex = 80;

this->label11->Text = L"Начало отрезка";

//

// label12

//

this->label12->AutoSize = true;

this->label12->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label12->Location = System::Drawing::Point(318, 423);

this->label12->Name = L"label12";

this->label12->Size = System::Drawing::Size(83, 16);

this->label12->TabIndex = 79;

this->label12->Text = L"Функция (2)";

//

// label8

//

this->label8->AutoSize = true;

this->label8->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label8->Location = System::Drawing::Point(0, 497);

this->label8->Name = L"label8";

this->label8->Size = System::Drawing::Size(33, 16);

this->label8->TabIndex = 78;

this->label8->Text = L"Шаг";

//

// listBox3

//

this->listBox3->FormattingEnabled = true;

this->listBox3->Location = System::Drawing::Point(621, 49);

this->listBox3->Name = L"listBox3";

this->listBox3->Size = System::Drawing::Size(64, 329);

this->listBox3->TabIndex = 77;

//

// listBox4

//

this->listBox4->FormattingEnabled = true;

this->listBox4->Location = System::Drawing::Point(691, 49);

this->listBox4->Name = L"listBox4";

this->listBox4->Size = System::Drawing::Size(64, 329);

this->listBox4->TabIndex = 76;

//

// listBox2

//

this->listBox2->FormattingEnabled = true;

this->listBox2->Location = System::Drawing::Point(549, 49);

this->listBox2->Name = L"listBox2";

this->listBox2->Size = System::Drawing::Size(64, 329);

this->listBox2->TabIndex = 75;

//

// listBox1

//

this->listBox1->FormattingEnabled = true;

this->listBox1->Location = System::Drawing::Point(479, 49);

this->listBox1->Name = L"listBox1";

this->listBox1->Size = System::Drawing::Size(64, 329);

this->listBox1->TabIndex = 74;

//

// chart1

//

this->chart1->BackColor = System::Drawing::SystemColors::ScrollBar;

chartArea1->Name = L"Ch1";

this->chart1->ChartAreas->Add(chartArea1);

legend1->Name = L"Legend1";

this->chart1->Legends->Add(legend1);

this->chart1->Location = System::Drawing::Point(12, 27);

this->chart1->Name = L"chart1";

series1->BorderWidth = 2;

series1->ChartArea = L"Ch1";

series1->ChartType = System::Windows::Forms::DataVisualization::Charting::SeriesChartType::Line;

series1->Color = System::Drawing::Color::Blue;

series1->Legend = L"Legend1";

series1->Name = L"Function(1)";

series2->BorderWidth = 2;

series2->ChartArea = L"Ch1";

series2->ChartType = System::Windows::Forms::DataVisualization::Charting::SeriesChartType::Line;

series2->Color = System::Drawing::Color::FromArgb(static\_cast<System::Int32>(static\_cast<System::Byte>(0)), static\_cast<System::Int32>(static\_cast<System::Byte>(192)),

static\_cast<System::Int32>(static\_cast<System::Byte>(0)));

series2->Legend = L"Legend1";

series2->Name = L"Function(2)";

series3->BorderWidth = 2;

series3->ChartArea = L"Ch1";

series3->ChartType = System::Windows::Forms::DataVisualization::Charting::SeriesChartType::Line;

series3->Color = System::Drawing::Color::Red;

series3->Legend = L"Legend1";

series3->Name = L"Function(3)";

this->chart1->Series->Add(series1);

this->chart1->Series->Add(series2);

this->chart1->Series->Add(series3);

this->chart1->Size = System::Drawing::Size(458, 367);

this->chart1->TabIndex = 73;

this->chart1->Text = L"chart1";

//

// label3

//

this->label3->AutoSize = true;

this->label3->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label3->Location = System::Drawing::Point(0, 472);

this->label3->Name = L"label3";

this->label3->Size = System::Drawing::Size(105, 16);

this->label3->TabIndex = 72;

this->label3->Text = L"Конец отрезка";

//

// label2

//

this->label2->AutoSize = true;

this->label2->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label2->Location = System::Drawing::Point(0, 449);

this->label2->Name = L"label2";

this->label2->Size = System::Drawing::Size(115, 16);

this->label2->TabIndex = 71;

this->label2->Text = L"Начало отрезка";

//

// label1

//

this->label1->AutoSize = true;

this->label1->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label1->Location = System::Drawing::Point(0, 423);

this->label1->Name = L"label1";

this->label1->Size = System::Drawing::Size(83, 16);

this->label1->TabIndex = 70;

this->label1->Text = L"Функция (1)";

//

// textBox4

//

this->textBox4->Location = System::Drawing::Point(121, 497);

this->textBox4->Name = L"textBox4";

this->textBox4->Size = System::Drawing::Size(112, 20);

this->textBox4->TabIndex = 69;

//

// textBox3

//

this->textBox3->Location = System::Drawing::Point(121, 471);

this->textBox3->Name = L"textBox3";

this->textBox3->Size = System::Drawing::Size(112, 20);

this->textBox3->TabIndex = 68;

//

// textBox2

//

this->textBox2->Location = System::Drawing::Point(121, 445);

this->textBox2->Name = L"textBox2";

this->textBox2->Size = System::Drawing::Size(112, 20);

this->textBox2->TabIndex = 67;

//

// textBox1

//

this->textBox1->Location = System::Drawing::Point(121, 419);

this->textBox1->Name = L"textBox1";

this->textBox1->ScrollBars = System::Windows::Forms::ScrollBars::Horizontal;

this->textBox1->Size = System::Drawing::Size(182, 20);

this->textBox1->TabIndex = 66;

//

// comboBox1

//

this->comboBox1->FormattingEnabled = true;

this->comboBox1->Items->AddRange(gcnew cli::array< System::Object^ >(3) { L"1 функция", L"2 функции", L"3 функции " });

this->comboBox1->Location = System::Drawing::Point(598, 390);

this->comboBox1->Name = L"comboBox1";

this->comboBox1->Size = System::Drawing::Size(84, 21);

this->comboBox1->TabIndex = 90;

this->comboBox1->Text = L"Не указано";

this->comboBox1->SelectedIndexChanged += gcnew System::EventHandler(this, &MyForm::comboBox1\_SelectedIndexChanged);

//

// textBox12

//

this->textBox12->Location = System::Drawing::Point(737, 497);

this->textBox12->Name = L"textBox12";

this->textBox12->Size = System::Drawing::Size(112, 20);

this->textBox12->TabIndex = 98;

//

// textBox11

//

this->textBox11->Location = System::Drawing::Point(737, 471);

this->textBox11->Name = L"textBox11";

this->textBox11->Size = System::Drawing::Size(112, 20);

this->textBox11->TabIndex = 97;

//

// textBox10

//

this->textBox10->Location = System::Drawing::Point(737, 445);

this->textBox10->Name = L"textBox10";

this->textBox10->Size = System::Drawing::Size(112, 20);

this->textBox10->TabIndex = 96;

//

// textBox9

//

this->textBox9->Location = System::Drawing::Point(737, 419);

this->textBox9->Name = L"textBox9";

this->textBox9->ScrollBars = System::Windows::Forms::ScrollBars::Horizontal;

this->textBox9->Size = System::Drawing::Size(182, 20);

this->textBox9->TabIndex = 95;

//

// label4

//

this->label4->AutoSize = true;

this->label4->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label4->Location = System::Drawing::Point(624, 497);

this->label4->Name = L"label4";

this->label4->Size = System::Drawing::Size(33, 16);

this->label4->TabIndex = 94;

this->label4->Text = L"Шаг";

//

// label5

//

this->label5->AutoSize = true;

this->label5->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label5->Location = System::Drawing::Point(624, 472);

this->label5->Name = L"label5";

this->label5->Size = System::Drawing::Size(105, 16);

this->label5->TabIndex = 93;

this->label5->Text = L"Конец отрезка";

//

// label6

//

this->label6->AutoSize = true;

this->label6->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label6->Location = System::Drawing::Point(624, 449);

this->label6->Name = L"label6";

this->label6->Size = System::Drawing::Size(115, 16);

this->label6->TabIndex = 92;

this->label6->Text = L"Начало отрезка";

//

// label7

//

this->label7->AutoSize = true;

this->label7->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label7->Location = System::Drawing::Point(624, 423);

this->label7->Name = L"label7";

this->label7->Size = System::Drawing::Size(83, 16);

this->label7->TabIndex = 91;

this->label7->Text = L"Функция (3)";

//

// label13

//

this->label13->AutoSize = true;

this->label13->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label13->Location = System::Drawing::Point(476, 391);

this->label13->Name = L"label13";

this->label13->Size = System::Drawing::Size(116, 16);

this->label13->TabIndex = 99;

this->label13->Text = L"Кол-во функций:";

//

// listBox5

//

this->listBox5->FormattingEnabled = true;

this->listBox5->Location = System::Drawing::Point(761, 49);

this->listBox5->Name = L"listBox5";

this->listBox5->Size = System::Drawing::Size(64, 329);

this->listBox5->TabIndex = 100;

//

// listBox6

//

this->listBox6->FormattingEnabled = true;

this->listBox6->Location = System::Drawing::Point(831, 49);

this->listBox6->Name = L"listBox6";

this->listBox6->Size = System::Drawing::Size(64, 329);

this->listBox6->TabIndex = 101;

//

// label14

//

this->label14->AutoSize = true;

this->label14->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label14->Location = System::Drawing::Point(492, 30);

this->label14->Name = L"label14";

this->label14->Size = System::Drawing::Size(34, 16);

this->label14->TabIndex = 102;

this->label14->Text = L"X(1):";

//

// label15

//

this->label15->AutoSize = true;

this->label15->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label15->Location = System::Drawing::Point(562, 30);

this->label15->Name = L"label15";

this->label15->Size = System::Drawing::Size(35, 16);

this->label15->TabIndex = 103;

this->label15->Text = L"Y(1):";

//

// label16

//

this->label16->AutoSize = true;

this->label16->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label16->Location = System::Drawing::Point(705, 30);

this->label16->Name = L"label16";

this->label16->Size = System::Drawing::Size(35, 16);

this->label16->TabIndex = 105;

this->label16->Text = L"Y(2):";

//

// label17

//

this->label17->AutoSize = true;

this->label17->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label17->Location = System::Drawing::Point(635, 30);

this->label17->Name = L"label17";

this->label17->Size = System::Drawing::Size(34, 16);

this->label17->TabIndex = 104;

this->label17->Text = L"X(2):";

//

// label18

//

this->label18->AutoSize = true;

this->label18->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label18->Location = System::Drawing::Point(848, 30);

this->label18->Name = L"label18";

this->label18->Size = System::Drawing::Size(35, 16);

this->label18->TabIndex = 107;

this->label18->Text = L"Y(3):";

//

// label19

//

this->label19->AutoSize = true;

this->label19->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label19->Location = System::Drawing::Point(778, 30);

this->label19->Name = L"label19";

this->label19->Size = System::Drawing::Size(34, 16);

this->label19->TabIndex = 106;

this->label19->Text = L"X(3):";

//

// comboBox2

//

this->comboBox2->DisplayMember = L"asd";

this->comboBox2->FormattingEnabled = true;

this->comboBox2->Items->AddRange(gcnew cli::array< System::Object^ >(4) { L"Выключить", L"По оси Х", L"По оси У", L"По обоим осям" });

this->comboBox2->Location = System::Drawing::Point(749, 390);

this->comboBox2->Name = L"comboBox2";

this->comboBox2->Size = System::Drawing::Size(100, 21);

this->comboBox2->TabIndex = 108;

this->comboBox2->Text = L"Не указано";

this->comboBox2->SelectedIndexChanged += gcnew System::EventHandler(this, &MyForm::comboBox2\_SelectedIndexChanged);

//

// label20

//

this->label20->AutoSize = true;

this->label20->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->label20->Location = System::Drawing::Point(688, 391);

this->label20->Name = L"label20";

this->label20->Size = System::Drawing::Size(55, 16);

this->label20->TabIndex = 109;

this->label20->Text = L"Курсор";

//

// checkBox1

//

this->checkBox1->AutoSize = true;

this->checkBox1->Font = (gcnew System::Drawing::Font(L"Microsoft Sans Serif", 9.75F, System::Drawing::FontStyle::Regular, System::Drawing::GraphicsUnit::Point,

static\_cast<System::Byte>(204)));

this->checkBox1->Location = System::Drawing::Point(857, 391);

this->checkBox1->Name = L"checkBox1";

this->checkBox1->Size = System::Drawing::Size(62, 20);

this->checkBox1->TabIndex = 110;

this->checkBox1->Text = L"Zoom";

this->checkBox1->UseVisualStyleBackColor = true;

this->checkBox1->CheckedChanged += gcnew System::EventHandler(this, &MyForm::checkBox1\_CheckedChanged);

//

// MyForm

//

this->AutoScaleDimensions = System::Drawing::SizeF(6, 13);

this->AutoScaleMode = System::Windows::Forms::AutoScaleMode::Font;

this->BackColor = System::Drawing::SystemColors::InactiveCaption;

this->ClientSize = System::Drawing::Size(931, 532);

this->ControlBox = false;

this->Controls->Add(this->checkBox1);

this->Controls->Add(this->label20);

this->Controls->Add(this->comboBox2);

this->Controls->Add(this->label18);

this->Controls->Add(this->label19);

this->Controls->Add(this->label16);

this->Controls->Add(this->label17);

this->Controls->Add(this->label15);

this->Controls->Add(this->label14);

this->Controls->Add(this->listBox6);

this->Controls->Add(this->listBox5);

this->Controls->Add(this->label13);

this->Controls->Add(this->textBox12);

this->Controls->Add(this->textBox11);

this->Controls->Add(this->textBox10);

this->Controls->Add(this->textBox9);

this->Controls->Add(this->label4);

this->Controls->Add(this->label5);

this->Controls->Add(this->label6);

this->Controls->Add(this->label7);

this->Controls->Add(this->comboBox1);

this->Controls->Add(this->textBox8);

this->Controls->Add(this->textBox7);

this->Controls->Add(this->textBox6);

this->Controls->Add(this->textBox5);

this->Controls->Add(this->label9);

this->Controls->Add(this->label10);

this->Controls->Add(this->label11);

this->Controls->Add(this->label12);

this->Controls->Add(this->label8);

this->Controls->Add(this->listBox3);

this->Controls->Add(this->listBox4);

this->Controls->Add(this->listBox2);

this->Controls->Add(this->listBox1);

this->Controls->Add(this->chart1);

this->Controls->Add(this->label3);

this->Controls->Add(this->label2);

this->Controls->Add(this->label1);

this->Controls->Add(this->textBox4);

this->Controls->Add(this->textBox3);

this->Controls->Add(this->textBox2);

this->Controls->Add(this->textBox1);

this->Controls->Add(this->menuStrip1);

this->MainMenuStrip = this->menuStrip1;

this->MaximizeBox = false;

this->MinimizeBox = false;

this->Name = L"MyForm";

this->ShowIcon = false;

this->Text = L"Esfunc";

this->menuStrip1->ResumeLayout(false);

this->menuStrip1->PerformLayout();

(cli::safe\_cast<System::ComponentModel::ISupportInitialize^>(this->chart1))->EndInit();

this->ResumeLayout(false);

this->PerformLayout();

}

void activefunction() // включает использующиеся элементы ввода-вывода

{

textBox5->Enabled = true; textBox6->Enabled = true; textBox7->Enabled = true; textBox8->Enabled = true;

textBox9->Enabled = true; textBox10->Enabled = true; textBox11->Enabled = true; textBox12->Enabled = true;

listBox3->Enabled = true; listBox4->Enabled = true;

listBox3->BackColor = Color::White; listBox4->BackColor = Color::White;

listBox5->Enabled = true; listBox6->Enabled = true;

listBox5->BackColor = Color::White; listBox6->BackColor = Color::White;

}

void deactivefunction() // выключает неиспользующиеся элементы ввода-вывода

{

if (comboBox1->SelectedIndex == 0)

{

textBox5->Enabled = false; textBox6->Enabled = false; textBox7->Enabled = false; textBox8->Enabled = false;

textBox9->Enabled = false; textBox10->Enabled = false; textBox11->Enabled = false; textBox12->Enabled = false;

listBox3->Enabled = false; listBox4->Enabled = false;

listBox5->Enabled = false; listBox6->Enabled = false;

listBox3->BackColor = Color::LightGray; listBox4->BackColor = Color::LightGray;

listBox5->BackColor = Color::LightGray; listBox6->BackColor = Color::LightGray;

}

else if (comboBox1->SelectedIndex == 1)

{

textBox9->Enabled = false; textBox10->Enabled = false; textBox11->Enabled = false; textBox12->Enabled = false;

listBox5->Enabled = false; listBox6->Enabled = false;

listBox5->BackColor = Color::LightGray;

listBox6->BackColor = Color::LightGray;

}

}

void use\_cursor() {

chart1->ChartAreas["Ch1"]->CursorX->Interval = 0.1; // интервал курсора по х

chart1->ChartAreas["Ch1"]->CursorY->Interval = 0.1; // интервал курсора по у

chart1->ChartAreas["Ch1"]->CursorX->LineColor = Color::DeepPink; // цвет курсора по Х

chart1->ChartAreas["Ch1"]->CursorY->LineColor = Color::DeepPink; // цвет курсора по У

if (comboBox2->SelectedIndex == 0) { // выключение курсора

chart1->ChartAreas["Ch1"]->CursorX->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorY->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorX->LineColor = Color::Transparent; // если курсор уже был использован, то отключить

chart1->ChartAreas["Ch1"]->CursorY->LineColor = Color::Transparent; // если курсор уже был использован, то отключить

}

else if (comboBox2->SelectedIndex == 1) { // включение курсора по оси x

chart1->ChartAreas["Ch1"]->CursorY->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorY->LineColor = Color::Transparent; // если курсор уже был использован, то отключить

chart1->ChartAreas["Ch1"]->CursorX->IsUserEnabled = true;

}

else if (comboBox2->SelectedIndex == 2) { // включение курсора по оси y

chart1->ChartAreas["Ch1"]->CursorX->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorX->LineColor = Color::Transparent; // если курсор уже был использован, то отключить

chart1->ChartAreas["Ch1"]->CursorY->IsUserEnabled = true;

}

else if (comboBox2->SelectedIndex == 3) { // включение курсора по осям х и y

chart1->ChartAreas["Ch1"]->CursorX->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorY->IsUserEnabled = false;

chart1->ChartAreas["Ch1"]->CursorX->IsUserEnabled = true;

chart1->ChartAreas["Ch1"]->CursorY->IsUserEnabled = true;

}

}

#pragma endregion

private: System::Void comboBox1\_SelectedIndexChanged(System::Object^ sender, System::EventArgs^ e) {

activefunction(); // включает использующиеся элементы ввода-вывода

deactivefunction(); // выключает неиспользующиеся элементы ввода-вывода

}

private: System::Void comboBox2\_SelectedIndexChanged(System::Object^ sender, System::EventArgs^ e) {

use\_cursor();

}

private: System::Void checkBox1\_CheckedChanged(System::Object^ sender, System::EventArgs^ e) {

if (checkBox1->Checked)

chart1->ChartAreas["Ch1"]->CursorX->IsUserSelectionEnabled = true; // включить увеличение

else

chart1->ChartAreas["Ch1"]->CursorX->IsUserSelectionEnabled = false; // выключить увеличение

}

private: System::Void выполнитьToolStripMenuItem\_Click(System::Object^ sender, System::EventArgs^ e) {

//section 1:

if (comboBox1->SelectedIndex == 0 || comboBox1->SelectedIndex == 1 || comboBox1->SelectedIndex == 2)

{

tokens texpr1, pexpr1; // Токен это отдельная самостоятельная единица в выражении, например, константа, имя переменной или операция.

Variables expvars1; // Массив переменны

Massives expmasvars1; // Массив массивов под доп нужны (как я понимаю функции и т.д.)

String^ function1 = textBox1->Text; // Функция

if (correct\_function(function1, 1)) // проверка, корректна ли введена функция

goto link; // в случае, если введена некорректно

std::string expr1 = ""; // Формула, в формате СТД строки

for (int i = 0; i < function1->Length; i++)

expr1 += (char)function1[i];

double start\_digit1, end\_digit1, step1; // интервал, шаг

String^ some\_start\_digit1 = textBox2->Text; // начало интервала

String^ some\_end\_digit1 = textBox3->Text; // конец интервала

String^ some\_step1 = textBox4->Text; // указанный шаг (если таковой имеется)

if (user\_data(start\_digit1, end\_digit1, step1, some\_start\_digit1, some\_end\_digit1, some\_step1)) //проверка, корректно ли введены доп. условия

goto link; // в случае, если введена некорректно

std::string var\_dig1 = "x="; // переменное значение x

String^ p1 = ""; // вспомогательная переменная для присваивания значения x

double result1 = 0;

/////

chart1->Series["Function(1)"]->Points->Clear(); // Очистка графика 1

for (double i = start\_digit1; i < end\_digit1 + step1; i += step1)

{

p1 = Convert::ToString(i); // передача х значения

for (int i = 0; i < p1->Length; i++)

{

var\_dig1 += (char)p1[i];

}

std::string::iterator it1 = find(begin(var\_dig1), end(var\_dig1), ','); // замена "," на "." для корректной работы

if (it1 != end(var\_dig1))

{

\*it1 = '.';

}

ReadExpressionFromStream(expr1, var\_dig1, expvars1, expmasvars1); // считываем функцию

CreateTokensFromExpression(expr1, texpr1); // разбиваем на токены

CreatePostfixFromTokens(texpr1, pexpr1); // преобразовываем в постфиксную запись

result1 = ResultExpr(pexpr1, expvars1, expmasvars1); // получем значением в заданной точке

listBox1->Items->Add(i); // выводим точку

listBox2->Items->Add(result1); // выводим значение функции

chart1->Series["Function(1)"]->Points->AddXY(i, result1); // Строим график

clear\_el(expvars1, expmasvars1, texpr1, pexpr1); // очистка элементов парсера

clear\_str(var\_dig1, p1); // очистка вспомогательных строк

}

}

else

{

MessageBox::Show("Пожалуйста, уточните количество используемых функций", "Внимание!");

link: // В разных ситуациях приходится выходить из события, чтобы сто раз не писать сделал через ссылку на место выхода

return; // выход из события

}

//section 2:

if (comboBox1->SelectedIndex == 1 || comboBox1->SelectedIndex == 2)

{

tokens texpr2, pexpr2; // Токен это отдельная самостоятельная единица в выражении, например, константа, имя переменной или операция.

Variables expvars2; // Массив переменны

Massives expmasvars2; // Массив массивов под доп нужны (как я понимаю функции и т.д.)

String^ function2 = textBox5->Text; // Функция

if (correct\_function(function2, 2)) // проверка, корректна ли введена функция

goto link; // в случае, если введена некорректно

std::string expr2 = ""; // Формула, в формате СТД строки

for (int i = 0; i < function2->Length; i++)

expr2 += (char)function2[i];

double start\_digit2, end\_digit2, step2; // интервал шаг

String^ some\_start\_digit2 = textBox6->Text; // начало интервала

String^ some\_end\_digit2 = textBox7->Text; // конец интервала

String^ some\_step2 = textBox8->Text; // указанный шаг (если таковой имеется)

if (user\_data(start\_digit2, end\_digit2, step2, some\_start\_digit2, some\_end\_digit2, some\_step2)) // проверка, корректно ли введены доп. условия

goto link; // в случае, если введена некорректно

std::string var\_dig2 = "y="; // переменное значение y

String^ p2 = ""; // вспомогательная переменная для присваивания значения y

double result2 = 0;

////////

chart1->Series["Function(2)"]->Points->Clear(); // Очистка графика 2

for (double j = start\_digit2; j < end\_digit2 + step2; j += step2)

{

p2 = Convert::ToString(j); // передача y значения

for (int i = 0; i < p2->Length; i++)

{

var\_dig2 += (char)p2[i];

}

std::string::iterator it2 = find(begin(var\_dig2), end(var\_dig2), ','); // замена "," на "." для корректной работы

if (it2 != end(var\_dig2))

{

\*it2 = '.';

}

ReadExpressionFromStream(expr2, var\_dig2, expvars2, expmasvars2); // считываем функцию

CreateTokensFromExpression(expr2, texpr2); // разбиваем на токены

CreatePostfixFromTokens(texpr2, pexpr2); // преобразовываем в постфиксную запись

result2 = ResultExpr(pexpr2, expvars2, expmasvars2); // получем значением в заданной точке

listBox3->Items->Add(j); // выводим точку

listBox4->Items->Add(result2); // выводим значение функции

chart1->Series["Function(2)"]->Points->AddXY(j, result2); // Строим график

clear\_el(expvars2, expmasvars2, texpr2, pexpr2); // очистка элементов парсера

clear\_str(var\_dig2, p2); // очистка вспомогательных строк

}

}

//section 3

if (comboBox1->SelectedIndex == 2)

{

tokens texpr3, pexpr3; // Токен это отдельная самостоятельная единица в выражении, например, константа, имя переменной или операция.

Variables expvars3; // Массив переменны

Massives expmasvars3; // Массив массивов под доп нужны (как я понимаю функции и т.д.)

String^ function3 = textBox9->Text; // Функция

if (correct\_function(function3, 3)) // проверка, корректна ли введена функция

goto link; // в случае, если введена некорректно

std::string expr3 = ""; // Формула, в формате СТД строки

for (int i = 0; i < function3->Length; i++)

expr3 += (char)function3[i];

double start\_digit3, end\_digit3, step3; // интервал шаг

String^ some\_start\_digit3 = textBox10->Text; // начало интервала

String^ some\_end\_digit3 = textBox11->Text; // конец интервала

String^ some\_step3 = textBox12->Text; // указанный шаг (если таковой имеется)

if (user\_data(start\_digit3, end\_digit3, step3, some\_start\_digit3, some\_end\_digit3, some\_step3)) // проверка, корректно ли введены доп. условия

goto link; // в случае, если введена некорректно

std::string var\_dig3 = "z="; // переменное значение z

String^ p3 = ""; // вспомогательная переменная для присваивания значения z

double result3 = 0;

////////

chart1->Series["Function(3)"]->Points->Clear(); // Очистка графика 3

for (double l = start\_digit3; l < end\_digit3 + step3; l += step3)

{

p3 = Convert::ToString(l); // передача z значения

for (int i = 0; i < p3->Length; i++)

{

var\_dig3 += (char)p3[i];

}

std::string::iterator it3 = find(begin(var\_dig3), end(var\_dig3), ','); // замена "," на "." для корректной работы

if (it3 != end(var\_dig3))

{

\*it3 = '.';

}

ReadExpressionFromStream(expr3, var\_dig3, expvars3, expmasvars3); // считываем функцию

CreateTokensFromExpression(expr3, texpr3); // разбиваем на токены

CreatePostfixFromTokens(texpr3, pexpr3); // преобразовываем в постфиксную запись

result3 = ResultExpr(pexpr3, expvars3, expmasvars3); // получем значением в заданной точке

listBox5->Items->Add(l); // выводим точку

listBox6->Items->Add(result3); // выводим значение функции

chart1->Series["Function(3)"]->Points->AddXY(l, result3); // Строим график

clear\_el(expvars3, expmasvars3, texpr3, pexpr3); // очистка элементов парсера

clear\_str(var\_dig3, p3); // очистка вспомогательных строк

}

}

}

private: System::Void помощьToolStripMenuItem\_Click(System::Object^ sender, System::EventArgs^ e) { // Информация

MessageBox::Show

("1. Записывать функции (1),(2),(3) соответственно через \"x\",\"y\",\"z\".\n"+

"2. Перед работой предварительно выбрать кол-во функций для использования.\n"+

"3. Пример ввода: x^2-3\*sin(x+15)+9.\n" +

"4. Доступные тригометрические функции sin, cos, tan, asin, acos, atan.\n"+

"5. Для включение курсора выбрать нужные оси. \n"+

"6. При надобности есть возможность увеличения графика, после активации \"Zoom\". Для максимального увеличения подключить курсор.\n", "Информация по использованию");

}

private: System::Void очиститьToolStripMenuItem\_Click(System::Object^ sender, System::EventArgs^ e) { // Очистка всего

textBox1->Text = ""; textBox2->Text = ""; textBox3->Text = ""; textBox4->Text = ""; // очистка текстбоксов

textBox5->Text = ""; textBox6->Text = ""; textBox7->Text = ""; textBox8->Text = ""; // очистка текстбоксов

textBox9->Text = ""; textBox10->Text = ""; textBox11->Text = ""; textBox12->Text = ""; // очистка текстбоксов

listBox1->Items->Clear(); listBox2->Items->Clear(); // очистка листбоксов

listBox3->Items->Clear(); listBox4->Items->Clear(); // очистка листбоксов

listBox5->Items->Clear(); listBox6->Items->Clear(); // очистка листбоксов

chart1->Series["Function(1)"]->Points->Clear(); // Очистка графика

chart1->Series["Function(2)"]->Points->Clear(); // Очистка графика

chart1->Series["Function(3)"]->Points->Clear(); // Очистка графика

comboBox1->SelectedIndex = -1; // Очистка комбобокса

}

private: System::Void завершитьToolStripMenuItem\_Click(System::Object^ sender, System::EventArgs^ e) { // Выход

this->Close();

}

};

}

**Parser.h:**  
#pragma once

#include <iostream>

#include <string>

#include <vector>

#include <map>

#include <stack>

#include <set>

#include <iterator>

//Массив переменных

typedef std::map<std::string, double> Variables;

//Массив "массивов"

typedef std::map<std::string, std::vector<double> > Massives;

//Функция считывает выражение в строку "expr" и ищем переменные или массивы

void ReadExpressionFromStream(std::string expr, std::string utoch, Variables& var, Massives& mas) {

std::string temp;

int pos;

//Если встретили '=', то это переменная, заносим ее имя и значение в массив

temp = utoch;

pos = temp.find('=');

if (pos > 0) {

std::string name = temp.substr(0, pos);

double value = atof(temp.substr(pos + 1).c\_str());

var[name] = value;

}

//Если нашли '{', это массив, заносим имя массива и значения в соответствующие массивы

pos = temp.find('{');

if (pos > 0) {

std::string name = temp.substr(0, pos);

//Ищем значения массива и запоминаем их

int pos1 = pos, pos2;

do {

pos2 = temp.find(',');

double value = atof(temp.substr(pos1 + 1, pos2).c\_str());

mas[name].push\_back(value);

if (pos2 == -1)

break;

temp[pos2] = ' ';

pos1 = pos2;

} while (pos2 > 0);

}

}

// Типы токенов

enum tokentype {

//Переменная, константа, (, ), функция, операция, массив, {, }

var, num, op\_br, cl\_br, func, op, mas, op\_sbr, cl\_sbr

};

// Структура токена

struct token {

std::string name;

tokentype type;

//Конструкторы

token(std::string str, tokentype typ) {

name = str;

type = typ;

}

token() {}

};

//Массив токенов

typedef std::vector<token> tokens;

//Множество разделителей

std::set<char> DelimSet;

//Разделители

const std::string delimiters = " ()+/\*-^&|!%[]";

//Инициализирует множество разделителей

void CreateSetOfDelimiters() {

for (int i = 0; i < delimiters.size(); i++)

DelimSet.insert(delimiters[i]);

return;

}

//Проверка, является ли символ разделителем

bool IsDelimiter(char sym) {

return DelimSet.count(sym) > 0;

}

//Разбиваем выражение на токены

void CreateTokensFromExpression(std::string& expr, tokens& texpr) {

CreateSetOfDelimiters();

std::string ex = expr + " ";

std::string name;

//Получаем имя токена

int i = 0;

while (i < ex.size() - 1) {

name = "";

//Если текущий символ разделитель

if (IsDelimiter(ex[i])) {

if (ex[i] == ' ') { //Пробел просто перепрыгиваем

i++;

continue;

}

name = ex[i]; //Любой другой добавляем в имя токена

i++;

}

else {

while (!IsDelimiter(ex[i])) {

/\*Если не разделитель например, переменная или имя массива,

Считываем его полностью \*/

name += ex[i];

i++;

}

}

//Заносим получившийся токен в список токенов

texpr.push\_back(token(name, var));

}

//Раздаем получившимся токенам типы

for (int j = 0; j < texpr.size(); j++) {

if (texpr[j].name[0] == '[') {

texpr[j].type = op\_sbr;

continue;

}

if (texpr[j].name[0] == ']') {

texpr[j].type = cl\_sbr;

continue;

}

if (texpr[j].name[0] == '(') {

texpr[j].type = op\_br;

continue;

}

if (texpr[j].name[0] == ')') {

texpr[j].type = cl\_br;

continue;

}

if (isdigit(texpr[j].name[0])) {

texpr[j].type = num;

continue;

}

//mas

if (isalpha(texpr[j].name[0])) {

if (j < texpr.size() - 1 && texpr[j + 1].name[0] == '[')

texpr[j].type = mas;

//continue;

}

if (isalpha(texpr[j].name[0])) {

if (j < texpr.size() - 1 && texpr[j + 1].name[0] == '(')

texpr[j].type = func;

continue;

}

texpr[j].type = op;

}

//Проверяем минус и !, что это префиксные операции

for (int j = 0; j < texpr.size(); j++) {

if (texpr[j].name == "-" && (j == 0 || texpr[j - 1].type == op\_br))

texpr[j].name = "opposite";

if (texpr[j].name == "!" && (j == texpr.size() - 1 || texpr[j + 1].type == cl\_br || texpr[j + 1].type == op))

texpr[j].name = "factorial";

}

return;

}

//Приоритеты операций

std::map <std::string, int> prior;

//Функция выставляет приоритеты операций

void CreatePrior() {

prior["+"] = 10;

prior["-"] = 10;

prior["\*"] = 20;

prior["/"] = 20;

prior["^"] = 30;

prior["opposite"] = 10;

prior["factorial"] = 30;

prior["%"] = 20;

prior["&"] = 5;

prior["|"] = 5;

prior["!"] = 40;

}

//Переводим выражение в постфиксную запись

void CreatePostfixFromTokens(tokens& texpr, tokens& pexpr) {

//Задаем приоритеты операций

CreatePrior();

std::stack <token> TStack;

//Ловим токены и работаем по алгоритму

for (int i = 0; i < texpr.size(); i++) {

switch (texpr[i].type) {

case var:

case num:

pexpr.push\_back(texpr[i]);

break;

case op\_br:

TStack.push(texpr[i]);

break;

case cl\_br:

while (TStack.top().type != op\_br) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

TStack.pop();

break;

case op\_sbr:

TStack.push(texpr[i]);

break;

case cl\_sbr:

while (TStack.top().type != op\_sbr) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

TStack.pop();

break;

case op:

if (TStack.size()) {

while (TStack.size() && ((TStack.top().type == op && prior[texpr[i].name] <= prior[TStack.top().name]) ||

TStack.top().type == func ||

TStack.top().type == mas)) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

}

TStack.push(texpr[i]);

break;

case mas:

while (TStack.size() && TStack.top().type == mas) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

TStack.push(texpr[i]);

break;

case func:

while (TStack.size() && TStack.top().type == func) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

TStack.push(texpr[i]);

break;

}

}

while (TStack.size()) {

pexpr.push\_back(TStack.top());

TStack.pop();

}

return;

}

//Реализация доступных операций

double fact(double n) {

if (n == 0)

return 1;

return n \* fact(n - 1);

}

double op\_plus(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return a + b;

}

double op\_minus(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return b - a;

}

double op\_mul(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return a \* b;

}

double op\_div(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return b / a;

}

double op\_deg(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

//b^a!!

return pow(b, a);

}

double op\_opposite(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return -a;

}

double op\_factorial(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return fact(a);

}

double op\_odiv(std::stack <double>& s) {

long long a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return b % a;

}

double op\_and(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return a && b;

}

double op\_or(std::stack <double>& s) {

double a, b;

a = s.top();

s.pop();

b = s.top();

s.pop();

return a || b;

}

double op\_not(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return !a;

}

double op\_sin(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return sin(a);

}

double op\_cos(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return cos(a);

}

double op\_tan(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return tan(a);

}

double op\_asin(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return asin(a);

}

double op\_acos(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return acos(a);

}

double op\_atan(std::stack <double>& s) {

double a;

a = s.top();

s.pop();

return atan(a);

}

//Указатель на функцию(для операций)

typedef double(\*func\_type)(std::stack<double>&);

//Массив операций

typedef std::map<std::string, func\_type> Ops;

Ops ops;

//Инициализация массива операций

void CreateOps() {

ops["+"] = op\_plus;

ops["-"] = op\_minus;

ops["\*"] = op\_mul;

ops["/"] = op\_div;

ops["^"] = op\_deg;

ops["opposite"] = op\_opposite;

ops["factorial"] = op\_factorial;

ops["%"] = op\_odiv;

ops["&"] = op\_and;

ops["|"] = op\_or;

ops["!"] = op\_not;

ops["sin"] = op\_sin;

ops["cos"] = op\_cos;

ops["tan"] = op\_tan;

ops["asin"] = op\_asin;

ops["acos"] = op\_acos;

ops["atan"] = op\_atan;

return;

}

//Считаем результат выражения

double ResultExpr(tokens& pexpr, Variables& expvars, Massives& varmas) {

CreateOps();

std::stack <double> s;

for (int i = 0; i < pexpr.size(); i++) {

switch (pexpr[i].type) {

case num: {

s.push(atoi(pexpr[i].name.c\_str()));

}

break;

case var: {

Variables::iterator Vit;

for (Vit = expvars.begin(); Vit != expvars.end(); Vit++) {

if (Vit->first == pexpr[i].name) {

s.push(Vit->second);

break;

}

}

}

break;

case func:

case op: {

Ops::iterator Oit;

for (Oit = ops.begin(); Oit != ops.end(); Oit++) {

if (Oit->first == pexpr[i].name) {

s.push(Oit->second(s));

break;

}

}

}

break;

case mas: {

int index = s.top();

s.pop();

Massives::iterator it;

for (it = varmas.begin(); it != varmas.end(); it++) {

if (it->first == pexpr[i].name)

s.push(it->second[index]);

}

}

}

}

return s.top();

}

using namespace System;

void clear\_el(Variables& expvars, Massives& expmasvars, tokens& texpr, tokens& pexpr) // очищаем все данные, для при новом рассчёте значения

{

expvars.clear();

expmasvars.clear();

texpr.clear();

pexpr.clear();

};

**dop\_func.h:**

#pragma once

using namespace System;

using namespace System::ComponentModel;

using namespace System::Collections;

using namespace System::Windows::Forms;

using namespace System::Data;

using namespace System::Drawing;

// обработка пользовательских данных(Начало-конец интервала, шаг)

bool user\_data(double& start\_digit, double& end\_digit, double& step, String^& some\_start\_digit, String^& some\_end\_digit, String^& some\_step)

{

start\_digit = -5;

if (some\_start\_digit != "")

{

for (int i = 0; i < some\_start\_digit->Length; i++)

{

if (isalpha(some\_start\_digit[i]))

{

MessageBox::Show("Некорректно указано начало интервала", "Ошибка");

return 1;

}

}

start\_digit = Convert::ToDouble(some\_start\_digit);

}

end\_digit = 5;

if (some\_end\_digit != "")

{

for (int i = 0; i < some\_end\_digit->Length; i++)

{

if (isalpha(some\_end\_digit[i]))

{

MessageBox::Show("Некорректно указан конец интервала", "Ошибка");

return 1;

}

}

end\_digit = Convert::ToDouble(some\_end\_digit);

}

step = 1;

if (some\_step != "")

{

for (int i = 0; i < some\_step->Length; i++)

{

if (isalpha(some\_step[i]))

{

MessageBox::Show("Некорректно указан шаг", "Ошибка");

return 1;

}

}

step = Convert::ToDouble(some\_step);

}

}

bool correct\_function(String^ function, int f) // Корректно ли введена функция

{

int l1 = 0, l2=0, r1 = 0, r2=0;

bool arg = 0;

if (function == "") // если функция пустая

{

MessageBox::Show("Функция не задана. Задайте функцию", "Ошибка в функции");

return 1;

}

for (int i = 0; i < function->Length; i++) { // подсчёт открывающих и закрывающих скобок

if (function[i] == '(')

++l1;

else if (function[i] == '[')

++l2;

else if (function[i] == ')')

++r1;

else if (function[i] == ']')

++r2;

}

if (l1 != r1 || l2 != r2) { // если количество открывающих скобок не равно количеству закрывающих

MessageBox::Show("Количество открывающихся скобок не равно количеству закрывающихся", "Ошибка в функции");

return 1;

}

for (int i = 0; i < function->Length; i++) // проверка все символов функции

{

switch (function[i])

{

case 's': // проверка ввода sin

if (function[i + 1] != 'i' || function[i + 2] != 'n' || function[i+3] != '(')

{

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 3; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg){

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 3;

continue;

break;

case 'c': // проверка ввода cos

if ((function[i + 1] != 'o' || function[i + 2] != 's' || function[i + 3] != '('))

{

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 3; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg) {

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 3;

continue;

break;

case 't': // проверка ввода tan

if ((function[i + 1] != 'a' && function[i + 2] != 'n' && function[i + 3] != '('))

{

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 3; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg) {

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 3;

continue;

break;

case 'a':

switch (function[i+1])

{

case 's': // проверка ввода asin

if ((function[i + 2] != 'i' && function[i + 3] != 'n' && function[i + 4] != '('))

{

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 4; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg) {

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 4;

continue;

break;

case 'c': // проверка ввода acos

if ((function[i + 2] != 'o' && function[i + 3] != 's' && function[i + 4] != '('))

{

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 4; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg) {

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 4;

continue;

break;

case 't': // проверка ввода atan

if ((function[i + 2] != 'a' && function[i + 3] != 'n' && function[i + 4] != '('))

{

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

for (int i = 4; i < function->Length; i++) { // проверка аргумента для функции

if (function[i] == 'x' || function[i] == 'y' || function[i] == 'z' || isdigit(function[i]))

arg = 1;

}

if (!arg) {

MessageBox::Show("Использован неизвестный символ или не указан аргумент в функции №" + char(f), "Ошибка в функции");

return 1;

}

arg = 0;

i += 4;

continue;

break;

}

}

switch (f)

{

case 1:

if (!isdigit(function[i]) &&

function[i] != 'x' &&

function[i] != '+' && function[i] != '-' && function[i] != '\*' && function[i] != '/' && function[i] != '^' &&

function[i] != '(' && function[i] != ')' && function[i] != '[' && function[i] != ']' && function[i] != ',' && function[i] != '.' && function[i] != ' ') {

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

break;

case 2:

if (!isdigit(function[i]) &&

function[i] != 'y' &&

function[i] != '+' && function[i] != '-' && function[i] != '\*' && function[i] != '/' && function[i] != '^' &&

function[i] != '(' && function[i] != ')' && function[i] != '[' && function[i] != ']' && function[i] != ',' && function[i] != '.' && function[i] != ' ') {

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

break;

case 3:

if (!isdigit(function[i]) &&

function[i] != 'z' &&

function[i] != '+' && function[i] != '-' && function[i] != '\*' && function[i] != '/' && function[i] != '^' &&

function[i] != '(' && function[i] != ')' && function[i] != '[' && function[i] != ']' && function[i] != ',' && function[i] != '.' && function[i] != ' ') {

MessageBox::Show("Использован неизвестный символ в функции №" + char(f), "Ошибка в функции");

return 1;

}

}

}

return 0;

}

void clear\_str(std::string& var\_dig, String^& p) // очищаем строки при новом расчёте значения (для 1-ой функции)

{

if (var\_dig[0] == 'x')

var\_dig = "x=";

else if (var\_dig[0] == 'y')

var\_dig = "y=";

else if (var\_dig[0] == 'z')

var\_dig = "z=";

p = "";

}

![](data:image/png;base64,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)